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ABSTRACT: In agile system for software development is no longer a new concept. However, few 

organizations are psychologically or technically able to take on an agile approach rapidly and effectively to 

take advantage of the numerous benefits that it offers to an organization. Those benefits include, but are not 

limited to, quicker return on investment, better software quality, and higher customer satisfaction.  This paper is 

aimed at reviewing the process involved in various agile methods in software development. The paper provides 

process that guides organizations in adopting agile practices. The paper consists of agile measurement index 

and processes in stages: Identification of Discontinuing Factors, Project Level Assessment, Organizational 

Readiness Assessment and Reconciliation, that together guide and assist the agile adoption efforts of an 

organizations.  The processes helps determine whether or not organizations are ready for agile adoption, and 

guided by their potential, what set of agile practices can and should be maintained by the organization.   
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I. INTRODUCTION 
Agile methods are often welcomed by both managers and programmers as providing a much needed 

release from the overheads typically perceived as being imposed by traditional software development 

approaches [21]. Created in the context of small, greenfield projects, agile methods are often seen as unable to 

scale to larger situations[23]. Their adoption seems to need an all-or-nothing approach, suggesting that ―being 

agile‖ is binary [4]. 

In practice, few organizations are able, psychologically or technically, to take on agile development 

approaches immediately and adopt them successfully over a short period – a full transition often taking a few 

years [11,17]. Furthermore, it may be inappropriate for them to be fully agile in all aspects of development, 

perhaps retaining well-known and trusted elements of a more traditional approach within an overall agile 

project. One way to do this is by the use of situational method engineering [7]. But even then, the method 

engineer and the software development manager may be unsure how to identify how to adopt agile methods 

incrementally, which bits to choose as most appropriate for their situation, how to engender enthusiasm in team 

members[3], how to ensure that their adopted method can mature and grow as the development team’s skills 

mature and how to ensure that the whole of the development team don’t succumb to the inherent desire of 

humankind to ―resist change‖ [1]. 

In this paper, a complete process to assist managers in complying with the agile software development 

principle and manifesto as well as assessing the degree of agility they require and how to identify appropriate 

ways to introduce this agility into their organization was proposed.  

 

1.1 Review Background 

 Many early attempts to improve software development focused on better ways of defining and detailing 

requirements, designing comprehensive architectures to support the requirements, and then developing the 

software in a very regimented, methodical manner to realize the system and supporting architecture.[20]  
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Although some approaches were considered iterative in nature, they did not go far enough in addressing the 

needs of effectively managing rapidly changing requirements nor in accelerating the delivery of software[19]. 

By the late 1990s [8] a majority of the software development processes that had been developed in 

the 1980s and 1990s were being criticized as bureaucratic, slow, and overly regimented [11].  In the mid-1990s, 

in reaction to these heavyweight software methods, there was a small contingent of industry thought-leaders 

promoting innovative approaches to software, enabling development organizations to quickly react and adapt to 

changing requirements and technologies. They realized that embracing change, and executing in a manner that 

not only accommodated this change, but fostered it, would result in a much more successful development 

strategy [6].  

 The term "agile software development" emerged from a gathering of these industry thought-leaders in 

Snowbird, UT in 2001[18].  The term was first used in this manner and published in the now famous (or 

infamous) Agile Manifesto [15]. 

 This term was used as an umbrella reference to a family of emerging lightweight software development 

methods such as Scrum, Extreme  Programming(XP), Dynamic System Development Methods(DSDM), Future 

Driven Development(FDD), Crystal Clear Method, and Adaptive Software Development(ASD) [2].  Instead of 

emphasizing up-front planning and detailed requirements, these methods placed significant emphasis on 

continual planning, empowered teams, collaboration, emergent design, a test-early and often philosophy, and, 

most importantly, the frequent delivery of working software in short, rapid iterations [9]. 

 Since the publication of the Agile Manifesto, other thought-leaders have continued to evolve agile 

thinking, drawing on lessons learned in other industries – for example, in the ideals and approaches promoted by 

Lean Development, and most recently, Kanban[13]. 

 This review addresses the current absence, at least in the public domain, of structured approaches to 

guide agile adoption efforts combined together. Furthermore, a rigorous formalization of what constitutes agility 

is also missing. Organizations aspiring to become agile want to know when they are considered ―agile,‖ as well 

as what it means to be ―agile‖. Moreover, guidelines highlighting what is needed to help agile adoption efforts 

succeed are unavailable. These guidelines are essential for determining if any activities or tasks are overlooked 

during the adoption process [17]. 

 The lack of a structured approach for agile adoption causes organizations to question how to identify 

the right practices to adopt, how to determine if they are ready for agile, what the necessary preparations for 

agile are, and what the potential difficulties that could develop during the adoption process are [6]. 

 

1.2 Solution Approach 

 The Agile Adoption processes reviewed in this paper was a structured and efficient approach to guide 

agile adoption efforts within projects without overlooking the organizational aspect of the adoption process.  

The first component, serves three important purposes. 

• It serves as a tool to measure and assess the agile potential of an organization independent of any particular 

agile method (e.g. XP, Scrum …etc) It provides a scale for identifying the target agile level for a project 

aspiring to adopt agility. 

• The measurement index helps the coach organize and group the agile practices in a structured manner based on 

essential agile qualities and business values. 

• It provides a hierarchy of measurable indicators used to determine the agility of an organization [1,5,23]. 

 

II. AGILE AND AGILE SOFTWARE DEVELOPMENT 
Agile is a time boxed, iterative approach to software delivery that builds software incrementally from the start of 

the project, instead of trying to deliver it all at once near the end [10]. 
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Figure 2.1: Agile and agile software development. 

It works by breaking projects down into little bits of user functionality called user stories, prioritizing them, and 

then continuously delivering them in short two week cycles called iterations [20]. 

 

 
Figure 2.2: Agile and agile software development, iterative process 

 

2.1 Traditional Process Models and Agile Software Development 

This section provides an overview of the traditional models and agile model of software development. 

 

2.1.1  Overview of Traditional Process Models 

 Different kinds of software processes have been used during the history of software development [2]. 

All of the process models have at least two components in common: analysis and coding [19]. This is a very 

primitive way of doing software [21]. Calls the method code-and-fix method. The process is very simple, as the 

steps are the following; 1) write some code, 2) fix the problems found in the code. In other words: get into the 

real work as fast as possible and think about requirements, design, testing and maintenance later. The method is 

still widely used and is usable in small in-house tools and scripts. If the size of the code is small enough, no high 

level planning is needed – especially if the program is intended for personal use only or for the use of the 

development team who wrote the program. As the program grows bigger, if developed using code-and-fix 

method, the structure of the software gets so fragmented that new fixes become more and more expensive all the 

time. Some kind of a process is needed in order to make the development work controlled and predictable [17]. 

 

2.1.2 The waterfall model 

 The waterfall model is a sequential development approach, in which development is seen as flowing 

steadily downwards (like a waterfall) through several phases, typically: 

Requirements analysis resulting in a software requirements specification, Software design, Implementation, 

Testing, Integration, if there are multiple subsystems, Deployment (or Installation) and Maintenance [3]. 
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Figure 2.3: The waterfall model of software development 

 

2.2 Agile Software Development 

 "Agile software development" refers to a group of software development methodologies based on 

iterative development, where requirements and solutions evolve via collaboration between self-organizing cross-

functional teams. The term was coined in the year 2001 when the Agile Manifesto was formulated [9]. 

 

 Agile software development uses iterative development as a basis but advocates a lighter and more 

people-centric viewpoint than traditional approaches [17]. Agile processes fundamentally incorporate iteration 

and the continuous feedback that it provides to successively refine and deliver a software system [22]. 

There are many variations of agile processes: 

Dynamic systems development method (DSDM), Kanban, Srum and XP. 

 

Dynamic systems development method (DSDM) is an agile project delivery framework, primarily used as 

a software development method.[18] First released in 1994, DSDM originally sought to provide some discipline 

to the rapid application development (RAD) method [17]. In 2007 DSDM became a generic approach to project 

management and solution delivery[2]. DSDM is an iterative and incremental approach that embraces principles 

of Agile development, including continuous user/customer involvement [1]. 

 

Kanban is a method for managing knowledge work with an emphasis on just-in-time delivery while not 

overloading the team members [23]. In this approach, the process, from definition of a task to its delivery to the 

customer, is displayed for participants to see and team members pull work from a queue [17]. 

 

Scrum is an iterative and incremental agile software development framework for managing product 

development. It defines "a flexible, holistic product development strategy where a development team works as a 

unit to reach a common goal", challenges assumptions of the "traditional, sequential approach" to product 

development, and enables teams to self-organize by encouraging physical co-location or close online 

collaboration of all team members, as well as daily face-to-face communication among all team members and 

disciplines in the project.[10,15,20,21]. 

 

Extreme programming (XP) is a software development methodology which is intended to improve software 

quality and responsiveness to changing customer requirements. As a type of agile software development[2,4] it 

advocates frequent "releases" in short development cycles, which is intended to improve productivity and 

introduce checkpoints at which new customer requirements can be adopted. 
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Figure 2.4: Agile model of Software Development 

 

2.3 Agile Versus Waterfall software development models 

 Agile software development undoubtedly offers advantages that a waterfall approach can’t begin to 

address. Where the waterfall approach is based in predictability and processes, an Agile approach focuses on 

adaptability and response time to changing requirements. Another important advantage of Agile over the 

waterfall model is the recursiveness of the work pattern. This means that we can make modifications to the 

completed stage in Agile while it is not allowed under waterfall model [16]. 

 

 
Figure 2.5: Agile Versus Waterfall software development models 

 

 2.4 Process Improvement and the Agile Adoption Framework 

 Since adopting agile practices is essentially a process improvement effort, it is useful to the 

understanding of the components of the Agile Adoption Framework to discuss some generic process 

improvement frameworks and models [15]. 

 

1. Understand the status of the development process 

2. Develop a vision of the desired process 

3. List improvement actions in order of priority 

4. Generate a plan to accomplish the required actions 

5. Commit the resources to execute the plan 

6. Start over at step 1[4]. 

 

Table 1. Organizational Process Improvement Models 



American Journal of Engineering Research (AJER) 2019 
 

 
w w w . a j e r . o r g  

w w w . a j e r . o r g  

 

Page 204 

 
2.5. Overview of the IDEAL Model 

 The IDEAL model provides a disciplined engineering approach for improvement. It focuses on 

managing the improvement program, and establishes the foundation for a long‐ term improvement strategy. The 

model consists of five phases: 

• I – Initiating: Laying the groundwork for a successful improvement effort. 

•D – Diagnosing: Determining the present state and desired state and developing recommendations for 

improvement. 

• E – Establishing: Planning the specifics of how to reach SPI initiative’s target. 

• A – Acting: Doing the work according to the plan. 

• L – Learning: Learning from the experience and improving the ability to 

adopt new technologies in the future.[11] 

 

2.6 SPI Lifecycle Models for Agile Development 

 Moving an organization toward having an agile development process through the adoption of agile 

practices is a type of process improvement effort. Organizations are increasingly recognizing the need for 

specific implementation guidance when they adopt new software engineering tools, processes and methods [12]. 

 

2.6.1 Agile principles 

The Agile Manifesto is based on 12 principles:  

1. Customer satisfaction by rapid delivery of useful software 

2. Welcome changing requirements, even late in development 

3. Working software is delivered frequently (weeks rather than months)[22] 

4. Close, daily cooperation between business people and developers 

5. Projects are built around motivated individuals, who should be trusted 

6. Face-to-face conversation is the best form of communication (co-location) 

7. Working software is the principal measure of progress[1] 

8. Sustainable development, able to maintain a constant pace 

9. Continuous attention to technical excellence and good design 

10. Simplicity—the art of maximizing the amount of work not done—is essential 

11. Self-organizing teams [2,4,7,10] 

12. Regular adaptation to changing circumstances [11 ] 

 

III. AGILE ADOPTION: THE STAGES PROCESS 
 The Agile Adoption process is a structured and repeatable approach that would guide and assist agile 

adoption efforts. It will assist the agile community in supporting the growing demand from organizations that 

want to adopt agile practices. The main component of the Agile Adoption Framework is the 4‐ Stage Process, 

which utilizes the Agile Measurement Index to help an organization adopt agile practices. The Agile 

Measurement Index is a scale the agile coach uses to identify the agile potential of a project or organization. 
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Figure3.1: The 4Stage Process for Agile Adoption 

 

 As depicted in Figure 6, the 4‐ Stage Process consists of four pieces that work together to help the 

assessor determine if (or when) an organization is ready to move towards agility, or, in other words, make the 

go/no‐ go decision, and assists him or her in the process of identifying which agile practices the organization 

should adopt. The four stages are: 

Stage 1: Discontinuing Factors. Discovers the presence of any roadblocks (or showstoppers) that can prevent the 

adoption process from succeeding. 

Stage 2: Project Level Assessment. Utilizes the Agile Measurement Index to determine the target level of agility 

for a particular project. 

Stage 3: Organizational Readiness Assessment. Uses the Agile Measurement Index to assess the extent to which 

the organization can achieve the target agility level identified for a project. 

Stage 4: Reconciliation. Determines the final set of agile practices to be adopted by reconciling the target agile 

level for a project (from Stage 2) and the readiness of the embodying organization (from Stage 3)[20] 

 
Figure 3.2: Stage 1: Discontinuing Factors 

 

 The first step in Stage 1 of the 4‐ Stage Process is to identify the factors that could adversely impact 

the agile adoption process. These Discontinuing Factors are organizational characteristics that, if present in an 

organization, can hinder or jeopardize the success of the agile adoption process. These factors can vary from 

organization to organization and from one agile consultant to another.  
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Figure 3.3: Stage 2 : Project Level assessment 

 

 After the stakeholders make the decision to go ahead with the agile adoption effort (from Stage 1), the 

next stage looks at the individual projects that will adopt agile practices and determines which level of agility 

(based on the Agile measurement index) each should adopt. Since each project is different and is surrounded by 

unique circumstances, each project needs to adopt a level of agility that is best suitable for it. 

 

 
Figure 3.4: Stage 3: Organizational Readiness Assessment 

 

 Identifying the target level for a project does not necessarily mean that that level is achievable. 

Determining the achievable level requires an assessment of the readiness of the organization to adopt each of the 

agile practices up to, and including, the target level. 

 
Figure 3.4: Stage 4: Reconciliation 

 

 Following the organizational readiness assessment, the agile level achievable by the organization is 

known. Prior to that, Stage 2 had identified the agile level that the project aspires to adopt. Therefore, the final 

step, reconciliation, is necessary to determine the agile practices the project finally adopts. In essence, during 
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this stage the assessor analyzes the results of the organizational assessment and makes a set of recommendations 

to the organization on how to proceed, especially if the organization’s readiness level is less than the project 

target level[17]. 

 

IV. CONCLUSION 
 This paper provided a brief overview of the agile software development processes as applied to 

different types of organizations. The paper also discussed the different stages of agile software development. 

The review also looked at factors that should be considered when adopting agile method by organizations. 
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